#include<stdio.h>  
#include<stdlib.h>  
  
typedef struct treeNode  
{  
        int data;  
        struct treeNode \*left;  
        struct treeNode \*right;  
  
}treeNode;  
  
treeNode\* FindMin(treeNode \*node)  
{  
        if(node==NULL)  
        {  
                 
                return NULL;  
        }  
        if(node->left)   
                return FindMin(node->left);  
        else   
                return node;  
}  
treeNode\* FindMax(treeNode \*node)  
{  
        if(node==NULL)  
        {  
                  
                return NULL;  
        }  
        if(node->right)   
                FindMax(node->right);  
        else   
                return node;  
}  
  
treeNode \* Insert(treeNode \*node,int data)  
{  
        if(node==NULL)  
        {  
                treeNode \*temp;  
                temp = (treeNode \*)malloc(sizeof(treeNode));  
                temp -> data = data;  
                temp -> left = temp -> right = NULL;  
                return temp;  
        }  
  
        if(data >(node->data))  
        {  
                node->right = Insert(node->right,data);  
        }  
        else if(data < (node->data))  
        {  
                node->left = Insert(node->left,data);  
        }  
          
        return node;  
  
}  
  
treeNode \* Delete(treeNode \*node, int data)  
{  
        treeNode \*temp;  
        if(node==NULL)  
        {  
                printf("Element Not Found");  
        }  
        else if(data < node->data)  
        {  
                node->left = Delete(node->left, data);  
        }  
        else if(data > node->data)  
        {  
                node->right = Delete(node->right, data);  
        }  
        else  
        {  
                 
                if(node->right && node->left)  
                {  
                          
                        temp = FindMin(node->right);  
                        node -> data = temp->data;   
                         
                        node -> right = Delete(node->right,temp->data);  
                }  
                else  
                {  
                          
                        temp = node;  
                        if(node->left == NULL)  
                                node = node->right;  
                        else if(node->right == NULL)  
                                node = node->left;  
                        free(temp);   
                }  
        }  
        return node;  
  
}  
  
treeNode \* Find(treeNode \*node, int data)  
{  
        if(node==NULL)  
        {  
                  
                return NULL;  
        }  
        if(data > node->data)  
        {  
                 
                return Find(node->right,data);  
        }  
        else if(data < node->data)  
        {  
                 
                return Find(node->left,data);  
        }  
        else  
        {  
                 
                return node;  
        }  
}  
  
void PrintInorder(treeNode \*node)  
{  
        if(node==NULL)  
        {  
                return;  
        }  
        PrintInorder(node->left);  
        printf("%d ",node->data);  
        PrintInorder(node->right);  
}  
  
void PrintPreorder(treeNode \*node)  
{  
        if(node==NULL)  
        {  
                return;  
        }  
        printf("%d ",node->data);  
        PrintPreorder(node->left);  
        PrintPreorder(node->right);  
}  
  
void PrintPostorder(treeNode \*node)  
{  
        if(node==NULL)  
        {  
                return;  
        }  
        PrintPostorder(node->left);  
        PrintPostorder(node->right);  
        printf("%d ",node->data);  
}  
  
int main(void)  
{  
                
              int choise;  
              int x;  
              printf("1)for insertion'\n2 for delete\n3)inorder\n4)preorder\n5)postorder\n6)to find min\n7)to find max\n8)find\n0)exit\n");  
              scanf("%d",&choise);  
              treeNode \*root = NULL;  
              treeNode \* temp;  
              while(choise!=0){  
                               switch(choise){  
                                              case 1:  
                                                   printf("\nEnter the value you tree:");  
                                                   scanf("%d",&x);  
                                                   root = Insert(root, x);  
                                                   printf("1)for insertion'\n2 for delete\n3)inorder\n4)preorder\n5)postorder\n6)to find min\n7)to find max\n8)find\n0)exit\n");  
                                                   scanf("%d",&choise);  
                                                     
                                                   break;  
                                                   case 2:  
                                                   printf("\nEnter the value you want to delete tree:");  
                                                   scanf("%d",&x);  
                                                   root = Delete(root,x);  
                                                   printf("1)for insertion'\n2 for delete\n3)inorder\n4)preorder\n5)postorder\n6)to find min\n7)to find max\n8)find\n0)exit\n");  
                                                   scanf("%d",&choise);  
                                                        break;  
                                                         case 3:  
                                                              PrintInorder(root);  
                                                              printf("\n");  
                                                              printf("1)for insertion'\n2 for delete\n3)inorder\n4)preorder\n5)postorder\n6)to find min\n7)to find max\n8)find\n0)exit\n");  
                                                              scanf("%d",&choise);  
                                                              break;  
                                                                
                                                              case 4:  
                                                                   PrintPreorder(root);  
                                                                   printf("\n");  
                                                                   printf("1)for insertion'\n2 for delete\n3)inorder\n4)preorder\n5)postorder\n6)to find min\n7)to find max\n8)find\n0)exit\n");  
                                                                   scanf("%d",&choise);  
                                                                   break;  
                                                                     
                                                                   case 5:  
                                                                        PrintPostorder(root);  
                                                                        printf("\n");  
                                                                        printf("1)for insertion'\n2 for delete\n3)inorder\n4)preorder\n5)postorder\n6)to find min\n7)to find max\n8)find\n0)exit\n");  
                                                                        scanf("%d",&choise);  
                                                                        break;  
                                                                        case 6:  
                                                                             temp = FindMin(root);  
                                                                             printf("Minimum element is %d\n",temp->data);  
                                                                             printf("1)for insertion'\n2 for delete\n3)inorder\n4)preorder\n5)postorder\n6)to find min\n7)to find max\n8)find\n0)exit\n");  
                                                                             scanf("%d",&choise);  
                                                                             break;  
                                                                             case 7:  
                                                                                  temp = FindMax(root);  
                                                                                  printf("Maximum element is %d\n",temp->data);  
                                                                                  printf("1)for insertion'\n2 for delete\n3)inorder\n4)preorder\n5)postorder\n6)to find min\n7)to find max\n8)find\n0)exit\n");  
                                                                                  scanf("%d",&choise);  
                                                                                  break;  
                                                                                  case 8:  
                                                                                       printf("\nEnter the value you to find in tree:");  
                                                                                       scanf("%d",&x);  
                                                                                       temp = Find(root,x);  
                                                                                       if(temp==NULL)  
                                                                                       {  
                                                                                       printf("Element not found\n");  
                                                                                       }  
                                                                                       else  
                                                                                       {  
                                                                                       printf("Element 8 Found\n");  
                                                                                       }  
                                                                                       printf("1)for insertion'\n2 for delete\n3)inorder\n4)preorder\n5)postorder\n6)to find min\n7)to find max\n8)find\n0)exit\n");  
                                                                                       scanf("%d",&choise);  
                                                                                       break;  
                                                                                         
                                              }  
                               }  
          
          
          
}